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Abstract

This thesis deals with the AESVisualization plugin for CrypTool 2. The first chapter discusses the reason for this plugin and the requirements gathered. Chapter 2 then gives an overview over related work and explains which elements have been decided to be used for this work and what had to be done differently. Chapter 3 presents the basic functionalities and the interface of the plugin. Chapter 4 discusses how the plugin is implemented and how it works both in regard to the interface and the logic behind it. Chapter 5 explains how a user can obtain the plugin and how to use it. It shows how to get the whole CrypTool 2 package, how to install it and how to open the plugin. Then it explains the controls of the new plugin and how to use them. The final chapter of the thesis gives an outlook on how the plugin might change in the future and what features will be added.
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1 Introduction

The goal of this thesis was the development of a new plugin for CrypTool 2 (CT2). CT2 is a program described by its creators as "an open-source program offering an innovative visual programming GUI to experiment with cryptographic procedures." It is essentially an interactive learning program to help people understand cryptography and cryptanalysis. One of its key features is the visualization of various cryptographic algorithms.

The plugin discussed in this thesis is a visualization of the AES algorithm. The goal was to have a plugin that shows how the algorithm works in detail and help people understand it. The user should be able to use his own input and navigate through the plugin himself instead of just watching a presentation.

So the following feature list was created according to discussions with some lecturers and students on how a good support for learning and teaching modern cryptography could be achieved with an appropriate AES visualization:

1. The plugin should show how the algorithm works
   (a) Size of input and output
   (b) Generation of round keys
   (c) Encryption of the text using the round keys

2. Preset the input with standard values

3. Two parallel views
   (a) Overview and detailed view
   (b) Navigation via the overview

4. New random input generated by pressing a button

5. Option for a user to use his own input

6. Option to change single values and visualize the effect this has

7. Extended options for navigation
   (a) Go backwards
   (b) Proceed in single steps or whole sections

8. A help function
   (a) How does the algorithm work
   (b) How can the user deal with the plugin

9. Second language
2 Overview over Related Work

In this chapter an overview is given over related work. I will also explain and argue which elements I liked and wanted to have in my plugin as well and what I wanted to do differently. I only found three relatively mature visualizations for AES: the triplet in CT1, AESvisual, and the HADES implementation.

2.1 Rijndael Animation and Rijndael Inspektor in CrypTool 1

There was already a visualization of AES in CrypTool 1 (CT1) [2], written by E. Zabala. Figures 1a to 1d show the "Rijndael Animation". Figure 1d shows the "Rijndael Inspektor". Both are Flash programs. I liked some of the elements and decided to use them in my plugin as well. As seen in Figure 1a, the animation gives an overview over the encryption process. The row of numbers at the bottom represent the slides of the animation, and a user can navigate by clicking on these numbers. I wanted to have both these features. However, the navigation should be combined with the overview that shows which operation in which round of encryption is currently processed.

"SubByte" 1b made it easy to understand this part of the algorithm: picking one byte and then highlighting the corresponding row, column and the result. I decided to do it in a similar fashion. As seen in 1c, the animation had some short explanatory texts which I also wanted in my plugin. However, some aspects needed to be done differently. First of all I wanted to make it possible for the user to use his own key and text as input. Secondly, my plugin should visualize all the steps. The "Rijndael Inspektor" 1d uses user input and shows all states. But it does not visualize the operations. Another decision I made was to put the key expansion as the first operation of the plugin. Technically, Flash has no future, so these two CT1 applications are at the end of their life.

![Figure 1: The AES visualization in CrypTool 1](image-url)
2.2 AESvisual

The next project I looked at was AESvisual \[3\]. After starting AESvisual (see Figure 2a) I noticed it had a demo mode and a practice mode. A practice mode was not planned for my plugin because I believed visualizing the algorithm would do enough to help to understand AES. This was confirmed in the paper published about AESvisual: After testing the program "some students believed that the Demo mode would be sufficient and they did not use the Practice mode." \[4\]

Another problem AESvisual has is that it does not scale when set to full screen (Figure 2b).

As seen in Figure 2c, the program has a button to generate new random input, a feature my finished plugin will also have. AESvisual does however not support user input. This and the lack of scaling window size were also mentioned in the paper as missing features. "Based on the student comments, the most needed extensions are (1) resizable windows, (2) allowing the user to enter his input, ..." \[4\].

Both these features are part of the new plugin. Additionally I wanted to show all rounds of encryption and not just the first round like AESvisual does.

Another aspect I liked and wanted for my plugin are the four buttons at the top used to navigate between the operations of a round not only forward but also backward.

One more thing in AESvisual that needed to be done differently was the fact the S-Box was not on screen but instead popped up in a separate window (Figure 2d) when pressing the button. The goal was to show all elements of one operation in one window and have everything in there.

![Figure 2: The AESvisual program][3]

![Figure 2: The AESvisual program][4]
2.3 Hardware Visualization of the Advanced Encryption Standard (AES) Algorithm

The third and last project I looked at more closely was a paper [5] about hardware visualization of AES using HADES, the Hamburg Design System. As indicated in the paper’s title and seen in Figure 3 the visualization was hardware focused and very different from what I wanted in my plugin. Therefore I did not use any ideas I got from the paper for my plugin. I thought about using pipes to show the way of the data. However, that would make the screen too crowded and would not help much in terms of understanding AES.

![Figure 3: The S-Box and ShiftRows implementation in HADES](image)

HADES, similar to Flash, is also a "dead" technology. AESvisual doesn’t seem to be further developed: After getting funding once and publishing a paper no further changes have been applied. Also requests haven’t been answered.

However, for my plugin I wanted to use only technologies which are wide-spread, which are state-of-the-art, and which should be supported for several more years. In addition, I wanted to make use of an open-source project which seems to have a broad, active, and long-existing team behind it. This is fulfilled with CT2, which uses C# (modern programming language) and WPF (to deal with vector graphics in order to be able to zoom all components), and has always moved to the newest Microsoft development environment (like VS 2015).
3 Interface

This chapter describes the interface of the plugin. I explain where the different elements are placed at and why they are placed there. In addition, I give a brief description of the functionality. A more in depth explanation of how to use the plugin is given in the chapter "How to Use".

This chapter is separated into two sections. The first one deals with the interface for key expansion and the second one with the interface for encryption.

CT2 can combine its components to create interactive workflows. Such a workflow is called "template".

Figure 4 shows a template which uses my new plugin (component). This template consists of six elements: There are two text boxes for input on the left. Connected to these are two text decoders for transforming different data types. On the right there is a component for text output.

The plugin I developed is placed in the center. Here you see it in its initial state.

Figure 4: The template with the plugin in the maximized view

3.1 Key Expansion

Once the execution of the plugin begins, the interface for key expansion (Figure 5) is loaded.

At the bottom are eleven buttons. The leftmost is the "Skip Expansion" button. Pressing it will bring the user directly to the encryption.

To its right are ten "Round" buttons which can be used to navigate, but also show which operation is currently active (the corresponding button is highlighted). In Figure 5, for instance, it is the second round of key expansion.

The row above the one at the very bottom consists of four buttons and one slider. The "Next" button will bring the user to the next step of the current operation. The "Auto" button enables auto step. Once auto step is activated, the plugin proceeds through all steps of the current operation without stopping. The slider controls the pause time between the individual steps. The further
to the right the slider is, the shorter the pause. The "Skip Step" button skips the next operation while the "Prev. Step" button returns to the previous one.

On the top left of the screenshot in Figure 5 you can see the previous key from which the next key will be derived.

![Figure 5: The plugin at the beginning of a key expansion round](image)

For the first step of the key expansion (Figure 6) a new column is created into which the last four bytes are copied. To show which data is used and/or changed the plugin uses color coding. There are also short texts for each step to explain what is being done.
3.1 Key Expansion

In Figure 6 you can see the byte substitution of the key expansion. The S-Box appears on the right, therefore the explanation is moved to the center bottom. The top row and the left column of the S-Box are colored yellow to distinguish the indices from the actual values. In order to visualize this step, each byte in the transition column is split in two. Afterwards the corresponding row, column and byte of the S-Box are highlighted to show where the result is derived from. Then the result is added to the result column in the bottom left.

First, the last four bytes of the previous key are taken. Afterwards, the last byte is placed at the front.

Figure 6: The plugin after copying the last column and rearranging the bytes
For the next step (Figure 8), a new grid and a new column are added. After the round constant is added, each column from the previous key is transferred to the left column while the corresponding column from the result is transferred to the right column. The values derived from XORing both columns are entered into the result grid one after another.
3.1 Key Expansion

Figure 8: The round constant is added after byte substitution

After all steps are completed the operation stops and shows the final result (Figure 9) in the center bottom grid.

Figure 9: The plugin after completing a round of key expansion
3.2 Encryption

When the encryption starts, four new buttons appear in the top row. These let the user navigate through the four operations of each round and also serve as an overview. In addition, the text of the button in the bottom left corner now reads “Key Expansion” since it is now used to go back to the key expansion.

As the encryption consists of four steps I decided to go with four interfaces. The first one depicts the "AddKey" operation (Figure 10). There are three matrices. On the top left is the current state, bottom left the current round key (or at first the main key) and on the right is the result matrix. To visualize the operation, first one byte in the state matrix is highlighted green. Then the corresponding byte of the key matrix is highlighted green. Lastly the resulting byte appears highlighted in the result matrix. The procedure is repeated for all values and until the result matrix is filled (Figure 11). This way it is easy to see which bytes are XORed with each other and how the result is derived.
3.2 Encryption

The next operation I visualized is the "SubByte" operation (Figure 12). On the top left is the state matrix and on the bottom left the result matrix just like it was in the previous operation. On the right we have the S-Box as it was during the key expansion. However, now every byte needs to be substituted and not just the last four. I decided to transfer one byte after another to the center.

![AESVisualisation](image)

The round key is added to the current state by XORing the bytes.

![AESVisualisation](image)

The corresponding byte in the S-Box is determined and placed into the result matrix.

![AESVisualisation](image)
and split it up. Again I used color coding to show how the result is generated. First the left part of the byte is highlighted and then the corresponding row in the S-Box. Next the right part of the byte and then the column. And finally the actual value in the S-Box (Figure 12).

In the last step the result is transferred to the result matrix.

All these steps are repeated until all bytes are substituted (Figure 13).

For the "ShiftRow" operation I decided to use only one matrix in the center (Figure 14). It takes four steps to get the result. In the first three steps the rows are shifted to the left and the overlapping bytes are highlighted (Figure 15a-15c). In the last step the overlapping bytes are repositioned to form the result matrix (Figure 15d).
3.2 Encryption

Figure 14: The plugin before commencing the shiftRow operation

First, the second row is shifted one field to the left. Then the third row is shifted two towards the left and finally the third row is shifted three to the left. Then the overlapping bytes are transferred to the right to form a 4 x 4 matrix.

Figure 15: The four steps of ShiftRow

(a) The second row is shifted one field to the left

(b) The third row is shifted two fields to the left

(c) The fourth row is shifted three fields to the left

(d) The plugin after completing the shiftRow operation
For the next operation I chose to use three matrices and one column (Figure 16). The matrix on the top is the current state. Bottom left is the multiplication matrix and on the right the result matrix. The column in the middle shows the bytes that are being worked with at the moment. In the beginning the first column of the state matrix is loaded into the column in the middle. Then the first row of the multiplication matrix is highlighted. Subsequently the result of the multiplication is displayed and highlighted in the result matrix. This is repeated for each row of the multiplication matrix and each column of the state matrix. When all steps are completed, the result matrix is filled and the operation is done (Figure 17).

Figure 16: The plugin after completing the first calculation of the mixColumn step
When all operations are completed, the cipher text is displayed in the text output window of the template (Figure 18).
4 Implementation of the Plugin

This chapter will show how I implemented the plugin.
The first part of the chapter focuses on the interface explaining how and why it is built this way.
The second part deals with the logic behind it and presents some of the most important methods.

4.1 Interface

For the main layout I decided to use a grid in which all other elements were placed (Figure 19). I thought about using a canvas first but preferred the grid because it was better in terms of scaling. For example when the window will be spread the columns will spread too. The buttons are coded to have the same width as the column they are in. Therefore, if the column widens the button widens to the same extend. The same goes for the rows and their height.

The grid has four rows and eleven columns. The top row contains the four buttons during encryption. The second row is where the steps are visualized. I considered using just one row at the bottom. But the buttons would be not wide enough and the row itself too crowded, so I went with two. The third row has four buttons and the slider all of which are used solely for navigation.

The fourth contains all the "Round" buttons and one for either encryption or key expansion. Those buttons are used for navigation as well as visualization. They show in which round the process currently is.

![Figure 19: The main grid of the interface](image-url)

To visualize the various operations I first thought about using a canvas. For the reasons previously stated I chose a grid here too. To be more precise there are several small grids instead of just one grid for each operation. One separate grid is used for each element (matrix, columns, etc.) of the
operation. This allows me to set the visibility of the S-Box grid to visible (Figure 20a) or hidden (Figure 20b) if I want to show or hide it respectively later during the key expansion.

Each cell of a grid has a border containing a text block which displays the text. It was done this way because it enables scaling. If the window size is increased (when for example it is set to full screen) the main grid stretches. Because of this the small grids positioned inside the main grid also stretch as do the borders in each cell of said grids.

To switch between the different operations I just had to hide the grids of the previous operation and make the required ones visible. In some cases single elements need to be hidden instead of an entire grid.

Figure 20: The various grids used to visualize the key expansion

Figure 21: The grid of the shiftRow operation
For the "ShiftRow" operation for example the initial idea was to move the elements which is why I first considered using a canvas. However, I decided to work with a grid in which at first only the borders from column four onward were visible (Figure 21). The actual shifts occur by hiding some elements and making others visible. To shift the second row for example the rightmost border is hidden and the border in row two column three is made visible. In addition, the displayed values are edited so that they are still in order (Figure 15a).
4.2 Logic

The plugin mainly consists of two classes. The first is AESVisualization.cs which takes the input in the beginning, calculates all states, keys, etc. and returns the output. The second is AESPresentation.xaml/AESPresentation.xaml.cs which is responsible for the interface and user controls. AESVisualization.cs creates its own instance of AESPresentation called "pres".

The first big decision that had to be made was whether the states after each encryption operation would be calculated during the visualization or precalculated and stored at the start of the execution. One feature the plugin should have was to not only jump ahead to later operations but also to go back to previous ones. That means if the values were calculated during the visualization every time you went back they would have to be recalculated from the start. Therefore, I decided to precompute and store results of each operation in an array of byte arrays. The same goes for the key expansion which obviously needs to be done before the encryption.

The first step of "Execute()" (Figure 22) is setting the S-Box since a new one is generated each time the plugin is started (Figure 23). First, an array of byte arrays is created. As it consists of sixteen arrays with a length of sixteen each, it contains 256 bytes. Then a list of integers is created, ranging from 0 to 255. Now for each byte in the S-Box array a random number between zero and the length of the list is generated. Then the integer at this index is converted to a byte and inserted into the S-Box array. Lastly the integer is deleted from the list. This is repeated until all bytes in the S-Box have a value and the integer list is empty.

Once this is done the method gets a list of text blocks from pres containing the text blocks of the S-Box. Notice that these text blocks do not include the first row and the first column since those are used as indices and are preset. Finally each text block receives the according value as its text. After the S-Box is set, the round keys are calculated and stored as are the states after each operation. The computed states and keys are then given to the instance of AESPresentation created earlier and its execute method is started.
private void setSBox()
{
    int x = 0;
    while (x < 16)
    {
        this.sBox[x] = new byte[16];
        x+=1;
    }
    x = 0;
    List<int> temp = new List<int>();
    while (x < 256)
    {
        temp.Add(x);
        x+=1;
    }
    int y = 0;
    x = 0;
    int z;
    while (y < 16)
    {
        while (x < 16)
        {
            z = rnd.Next(temp.Count);
            sBox[y][x] = Convert.ToByte(temp[z]);
            temp.RemoveAt(z);
            x+=1;
        }
        y++; x = 0;
    }
    x = 0;
    y = 0;
    List<TextBlock> blocklist = pres.textBlocklist[2];
    foreach (TextBlock tb in blocklist)
    {
        tb.Text = sBox[y][x].ToString("X2");
        x++; 
        if (x > 15)
        {
            x = 0;
            y++; 
        }
        if (y > 15)
        {
            break;
        }
    }
4.2 Logic

4 IMPLEMENTATION OF THE PLUGIN

The execute method basically consists of one while loop (Figure 24).

In the first dispatcher everything is set up for the key expansion. First it makes sure the button in the bottom left of the interface says "Skip Expansion". This is set initially and therefore redundant for the first round. However it is necessary if the user wants to go back from encryption to key expansion. "invisible()" hides all grids to make sure no unwanted grids of previous operations are still visible. "disableButtons" does as the name says so the buttons cannot be pressed until the next step. The "changeRoundButton" method is used to highlight the correct round button. This method must be called since the round button must be round 1 regardless of the round the user was during encryption when he wants to go back to expansion. "buttonVisible()" toggles the visibility of the four operation buttons on the top left of the interface depending on whether the "expansion" boolean is true or false. If it is true the buttons are hidden and if it is false they are visible.

When all of the above is done, everything is set for the key expansion. The "keyExpansion()" method mainly consists of one big loop repeating and visualizing all the steps of the expansion until the integer "roundNumber" reaches ten or the user presses the "Skip Expansion" key.

After the key expansion is done, "roundNumber" is set back to zero because the encryption needs to start there. The second dispatcher works similar to the first one, but this time it hides the remaining grids of the key expansion and sets up "addKey" which is the first step of encryption. Once the setup is done, the "actionMethod()" is called which is responsible for the visualization of the encryption (Figure 25).

The method has two while loops. The first one is used to go through all rounds while the second one goes through all operations. The "action" integer is used to determine the next action (1 = subBytes, 2 = shiftRow, 3 = mixColumn, 4 = addKey). Inside the while loop that depends on "action" is a switch statement to choose the right action. The different switch cases are all built similarly. First the operation is executed. During this time all buttons used for navigation are disabled. Once the operation is completed auto step is disabled and the method pauses to give the user a chance to see the result.

Once the user decides to continue, the next step is set up and the buttons are enabled again. In round ten there are two special situations. The first one (Figure 25a) is after "ShiftRow". The method checks which round it currently is in. In every round but the tenth the next operation is mix columns. In round ten, however, it goes directly to add key. The second situation is after "addKey" in round 10 when the encryption is done and no operation needs to be set up.

After one operation is completed and the next one is set up, the buttons are enabled so the user can navigate by pressing any of the round or operation buttons or the "Key Expansion" button. The "Round" buttons will set "roundNumber" to the corresponding value and "action" to 1. The "Operation" buttons will just change the "action" integer. In addition, all of those buttons will set up the next operation. Pressing the "Key Expansion" button will set "expansion" to true. All those buttons also tell the method to continue. The last step is always to check whether "expansion" is true or not. If so, the "actionMethod()" returns and the while loop in "execute()" (Figure 24) will start from the beginning by setting up and executing "keyExpansion()".

Once "execute()" in pres is completed the last thing to be done in the main "Execute()" (Figure 22) is to put out the last state.
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Figure 24: The code of the execute method in the presentation class

```java
public void execute()
{
    while (expansion)
    {
        Dispatcher.Invoke(DispatcherPriority.Normal, (SendNotifyCallbackDelegate)
        {
            button.Content = "Skip Expansion";
            visibile();
            disableButton();
            buttonVisible();
        }, null)
        keyExpansion();
        roundNumber += 1;
        Dispatcher.Invoke(DispatcherPriority.Normal, (SendNotifyCallbackDelegate)
        {
            autostep = false;
            expansionKeyGrid.Visiblity = Visiblity.Hidden;
            keyAction.Content = "Key Expansion";
            expandKey();
            buttonVisible();
        }, null);
        actionMethod();
        action = 1;
        roundNumber = 1;
    }
}
```

(a) The first case of the switch statement

```java
while (action <= 4)
{
    switch (action)
    {
        case 1:
            disabled();
            enable();
            button.stashVisibility(VisibilityVisible);
            button.Home();
            break;
        case 2:
            Dispatcher.Invoke(DispatcherPriority.Normal, (SendNotifyCallbackDelegate)
            {
                button.Content = "Restart";
                action();
                button.Visible = false;
            }, null);
            break;
        case 3:
            action = 3;
            actionMethod();
            break;
        case 4:
            action = 4;
            button.Visible = notify();
            break;
    }
    action = 1;
}
```

(b) The second case of the switch statement

(c) The third case of the switch statement

(d) The fourth case of the switch statement

Figure 25: The code of the action method in the presentation class
5 How to

This chapter explains how to obtain CrypTool 2 and how to compile it. Afterwards it shows how to use the plugin.

In order to use this plugin you first have to download the repository. To do this you need to create a folder to store the files in and install a SVN client, i.e. TortoiseSVN. Then, right click the folder and choose "SVN checkout...". Now follow the instruction on Figure 26 [6]. You will be asked to enter login information. Use 'anonymous' as the username and an empty password. This will give you read-only access.

Once the download is completed, open CrypTool2.0.sln with Visual Studio. Then, you have to compile it (make sure to choose "CrypWin" as the Startup Project).

After CrypTool 2 is loaded you have to open the template. To do so click 'Open' on the top left. Go to the folder which contains CrypTool 2. Go to Templates/Experimation/AESVisualization.cwm. Now the template is open (Figure 27).
On the left you have two text inputs. The upper one is for the key and the lower one for the bytes of the message you want to encrypt. There are already values inserted when you start the template, but you can put in your own values too. In both cases, the values have to be strings of hex characters (0,1,2,3,4,5,6,7,8,9,A,B,C,D,E,F), both with a length of 32 hex characters. Two characters make up one byte. So you have a key and a message both with a length of 16 byte = 128 bit. Once the values are inserted press the ‘Play’ button on the top to start the plugin. If you want to enlarge the AESVisualization window press the ‘Fullscreen’ icon on the top right of the component’s title and close the row on the bottom (Figure 28).
The plugin now is at the start of the first round of key expansion as indicated by the highlighted round1 button. You can change the round either by pressing any of the "Round" buttons to jump to that specific round or by pressing "Skip Step" or "Prev. Step". The latter two will bring you to the next or the previous round. In the first round the "Prev. Rund" button will not do anything. You can also skip the key expansion altogether by pressing the button on the bottom left.

If you want to start the round, press either "Next" or "Auto". Next will start the round and bring you to the next step of the operation and then wait for you to press either "Next" or "Auto". "Auto" on the other hand will start the operation and keep going through the steps pausing briefly after each one. The pause time is set by the slider to the right. It goes from long pauses on the left to short ones on the right. If you press "Auto" a second time, the plugin will stop and wait for new user input.

During every round the navigational buttons are disabled so that you have to complete the round before you can go to another one. When a round is done auto step is disabled to show you the result. Pressing "Next" or "Auto" will take you to the start of the next round and enable the navigational buttons again.

Once the key expansion is completed, a few changes happen to the interface (Figure 29). Most importantly there are four extra buttons on the top allowing you to choose between the various operations in each round. Changing the round will always bring you to the first operation in the round. The key on the bottom left now lets you return to the key expansion if you want to revisit it. Just like during key expansion the navigational buttons get disabled during every operation. They are enabled between operations to let you go to another operation or round.

Once the last operation of the last round is done, the plugin will write the result in the text output on the right and is complete (Figure 30).
Figure 30: The plugin after completion
6 Future Development

As the plugin described in this thesis is not the final version, I will explain in this chapter how the plugin could be further improved in the near and the more distant future.

In the near future (the next couple of weeks) I will add the following missing features:

- Support for 192 bit and 256 bit keys. This is by far the most important feature but also the one requiring the most work. It will take changes in the interface (e.g. adding other round buttons) but also changes in the logic. Both, the method and the interface of key expansion will be completely redesigned.

- Scaling the text within objects like matrices when their size changes.

- Adoptions to support color-blind people (barrier-free accessibility). There should be a way to highlight buttons, values etc. using other mechanisms than color. One option is to use a pattern of strokes. The idea is to create two more buttons the user can use to toggle color and pattern. This will enable the user to use either one, both or neither.

- Another advanced feature is to add a third optional input representing a second text. In that text the same input string can be put in however with some minor changes (for instance in one or two characters/bytes). This second text will also be encrypted but not visualized. During the visualization of the first text, the plugin will compare the states of the two texts and highlight the differences to show the effect of changing one byte (bit).

- Enhance the in-program-help (online help) by explaining how to use the plugin, and by supporting another language (German as a second language in addition to English).

Additional features which could be developed in the long run are an enhanced navigation that allows the user to change the round or operation while an operation is currently being processed.
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